|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **SR. No.** | **TITLE** | **Page**  **No.** | **Performance date** | **Assessment date** | **Marks** | **Sign** |
| 1 | Implement Caesar cipher encryption-decryption. |  |  |  |  |  |
| 2 | Implement Monoalphabetic cipher encryption-decryption. |  |  |  |  |  |
| 3 | Implement Playfair cipher encryption-decryption. |  |  |  |  |  |
| 4 | Implement Polyalphabetic cipher encryption-decryption. |  |  |  |  |  |
| 5 | Implement Hill cipher encryption-decryption. |  |  |  |  |  |
| 6 | Implement Simple Transposition encryption-decryption. |  |  |  |  |  |
| 7 | Implement One time pad encryption-decryption. |  |  |  |  |  |
| 8 | Implement Diffi-Hellmen Key exchange Method. |  |  |  |  |  |
| 9 | Implement RSA encryption-decryption algorithm. |  |  |  |  |  |
| 10 | Demonstrate working of Digital Signature using Cryptool. |  |  |  |  |  |

**INDEX**

**PRACTICAL 5**

**AIM**: Implement Hill cipher encryption-decryption.

**Code**:

def multiply\_lists(two\_d\_list, one\_d\_list):

result = [[two\_d\_list[i][j] \* one\_d\_list[j]

for j in range(len(one\_d\_list))] for i in range(len(two\_d\_list))]

return result

def char\_to\_int(text):

l1 = []

for char in text:

if char.isalpha():

if char.isupper():

l1.append(ord(char) - 65)

else:

l1.append(ord(char) - 97)

return l1

def int\_to\_chat(number\_list):

l1 = []

for integer in number\_list:

l1.append(chr(integer + 97))

return l1

def encoding\_hill\_cipher(text):

single\_encode\_list = char\_to\_int(text)

encode = []

key = [[3, 1], [5, 2]]

for i in range(0, 4, 2):

l2 = []

l2.append(single\_encode\_list[i])

l2.append(single\_encode\_list[i + 1])

x1 = multiply\_lists(key, l2)

x2 = []

i = 0

x2.append(x1[i][i] + x1[i][i + 1])

x2.append(x1[i + 1][i] + x1[i + 1][i + 1])

x3 = []

x3.append(x2[i] % 26)

x3.append(x2[i + 1] % 26)

encode.append(x3)

single\_encode\_list = [i for sublist in encode for i in sublist]

join\_encoding\_string = ''.join(int\_to\_chat(single\_encode\_list))

return join\_encoding\_string

def decoding\_hill\_cipher(text):

single\_decode\_list = char\_to\_int(text)

decoding\_key = [[2, -1], [-5, 3]]

decode = []

for i in range(0, 4, 2):

l2 = []

l2.append(single\_decode\_list[i])

l2.append(single\_decode\_list[i + 1])

x1 = multiply\_lists(decoding\_key, l2)

x2 = []

i = 0

x2.append(x1[i][i] + x1[i][i + 1])

x2.append(x1[i + 1][i] + x1[i + 1][i + 1])

x3 = []

x3.append(x2[i] % 26)

x3.append(x2[i + 1] % 26)

decode.append(x3)

single\_decode\_list = [i for sublist in decode for i in sublist]

join\_decoding\_string = ''.join(int\_to\_chat(single\_decode\_list))

return join\_decoding\_string

print("encoded message :",encoding\_hill\_cipher("Meet"))

print("decoded message :",decoding\_hill\_cipher(encoding\_hill\_cipher("Meet")))

output:

![](data:image/png;base64,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)

**PRACTICAL 2**

AIM: Implement Monoalphabetic cipher encryption-decryption

Code:

def char\_to\_int(text):

l1 = []

for char in text:

if char.isalpha():

if char.isupper():

l1.append(ord(char) - 65)

else:

l1.append(ord(char) - 97)

return l1

def encoding\_mono\_alphabetic(text, key):

string\_list = []

for i in string:

string\_list.append(i)

encoding\_mono = []

int\_sting\_list = char\_to\_int(string\_list)

for i in int\_sting\_list:

encoding\_mono.append(key[i])

single\_encode\_list = [i for sublist in encoding\_mono for i in sublist]

join\_encoding\_string = ''.join((single\_encode\_list))

return join\_encoding\_string

def decoding\_mono\_alphabetic(text):

l1 = []

alphabet = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'j', 'k', 'l',

'm', 'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z']

for i in text:

l1.append(i)

l2 = char\_to\_int(l1)

decoded\_string = []

for i in text:

index1 = key.index(i)

decoded\_string.append(alphabet[index1])

single\_decode\_list = [i for sublist in decoded\_string for i in sublist]

join\_decoding\_string = ''.join((single\_decode\_list))

return join\_decoding\_string

string = input("enter the string :")

key = []

key\_string = input("enter the key :")

for i in key\_string:

key.append(i)

print("Encoded message :", encoding\_mono\_alphabetic(string, key))

print("decoded message :", decoding\_mono\_alphabetic(encoding\_mono\_alphabetic(string, key)))

Output:
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**PRACTICAL 3**

AIM: Implement Playfair cipher encryption-decryption.

Code:

def print\_matrix(m):

print("\nMatrix:")

for i in m:

print(i)

def not\_in\_matrix(key, m):

for i in m:

for j in i:

if key == j:

return False

return True

def get\_index(key, m):

for i, k1 in enumerate(m):

for j, k2 in enumerate(k1):

if key == k2:

return [i, j]

return [-1, -1]

key = "monarchy"

text = "instrument"

print("\nText:", text)

print("Key:", key)

alpha = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'k', 'l', 'm',

'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z']

matrix = [[' ', ' ', ' ', ' ', ' '], [' ', ' ', ' ', ' ', ' '],

[' ', ' ', ' ', ' ', ' '], [' ', ' ', ' ', ' ', ' '], [' ', ' ', ' ', ' ', ' ']]

i = j = k = 0

while k < len(key):

if not\_in\_matrix(key[k], matrix):

if j == 5:

i += 1

j = 0

matrix[i][j] = key[k]

j += 1

k += 1

for a in alpha:

if not\_in\_matrix(a, matrix):

if j == 5:

i += 1

j = 0

matrix[i][j] = a

j += 1

print\_matrix(matrix)

split = []

i = 0

while i < len(text):

s = text[i:i+2]

if len(s) == 1:

s += "z"

if s[0] == s[1]:

split.append(s[0]+"x")

i += 1

else:

split.append(s)

i += 2

encoded = []

for i in split:

v1 = i[0]

v2 = i[1]

i1 = get\_index(v1, matrix)

i2 = get\_index(v2, matrix)

v1\_i = i1[0]

v1\_j = i1[1]

v2\_i = i2[0]

v2\_j = i2[1]

if v1\_i == v2\_i:

encoded.append(matrix[v1\_i][(v1\_j+1) % 5] + matrix[v2\_i][(v2\_j+1) % 5])

elif v1\_j == v2\_j:

encoded.append(matrix[(v1\_i+1) % 5][v1\_j] + matrix[(v2\_i+1) % 5][v2\_j])

else:

encoded.append(matrix[v1\_i][v2\_j] + matrix[v2\_i][v1\_j])

encoded = "".join(encoded)

print("Encoded: ", encoded)

split = []

i = 0

while i < len(encoded):

s = encoded[i:i+2]

split.append(s)

i += 2

decoded = []

for i in split:

v1 = i[0]

v2 = i[1]

i1 = get\_index(v1, matrix)

i2 = get\_index(v2, matrix)

v1\_i = i1[0]

v1\_j = i1[1]

v2\_i = i2[0]

v2\_j = i2[1]

if v1\_i == v2\_i:

decoded.append(matrix[v1\_i][(v1\_j-1) % 5] + matrix[v2\_i][(v2\_j-1) % 5])

elif v1\_j == v2\_j:

decoded.append(matrix[(v1\_i-1) % 5][v1\_j] + matrix[(v2\_i-1) % 5][v2\_j])

else:

decoded.append((matrix[v2\_i][v1\_j] + matrix[v1\_i][v2\_j])[::-1])

decoded = "".join(decoded)

print("\nDecoded:", decoded)
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